1. Create a hierarchy of Employee, Manager, MarketingExecutivein Employee Management System. They should have the followingfunctionality.

* 1. Manager with following privatemembers.
     + Petrol Allowance: 8 % of Salary.
     + Food Allowance : 13 % ofSalary.
     + Other Allowances : 3% ofSalary.

Calculate GrossSalaryby adding above allowances. Override CalculateSalary() method to calculate Net Salary. NetSalary.PF calculation should not consider above allowances.

* 1. MarketingExecutivewith following private members.
     + Kilometertravel
     + Tour Allowances : Rs 5/- per Kilometer (Automaticallygenerated).
     + Telephone Allowances :Rs.1000/-

Calculate GrossSalaryby adding above allowances. Override CalculateSalary(). NetSalary,PFcalculation should not consider above allowances.

**Employee.cs**

using System;

usingSystem.Collections.Generic;

usingSystem.Linq;

usingSystem.Text;

usingSystem.Threading.Tasks;

namespaceLitwareLib

{

publicclassEmployee

{

intEmpNo;

stringEmpName;

double Salary;

double HRA;

double TA;

double DA;

double PF;

double TDS;

doubleNetSalary;

doubleGrossSalary;

publicdouble \_GrossSalary

{

get

{

returnGrossSalary;

}

set

{

GrossSalary = value;

}

}

publicdouble \_Salary

{

get

{

return Salary;

}

set

{

Salary = value;

}

}

publicdouble \_PF

{

get

{

return PF;

}

set

{

PF = value;

}

}

publicdouble \_TDS

{

get

{

return TDS;

}

set

{

TDS = value;

}

}

publicdouble \_NetSalary

{

get

{

returnNetSalary;

}

set

{

NetSalary = value;

}

}

publicvoidsetEmpDetails(intEmpNo, stringEmpName, double Salary)

{

this.EmpNo = EmpNo;

this.EmpName = EmpName;

this.Salary = Salary;

}

publicvoidgetEmpDetails()

{

Console.WriteLine("Employee Number is: " + this.EmpNo);

Console.WriteLine("Employee Name is: " + this.EmpName);

Console.WriteLine("Employee Salary is: " + this.Salary);

}

publicdoublesetHRA(double HRA)

{

if (Salary > 0 & Salary < 5000)

{

HRA = (10 \* Salary) / 100;

returnthis.HRA = HRA;

}

elseif (Salary > 5000 & Salary < 10000)

{

HRA = (15 \* Salary) / 100;

returnthis.HRA = HRA;

}

elseif (Salary > 10000 & Salary < 15000)

{

HRA = (20 \* Salary) / 100;

returnthis.HRA = HRA;

}

elseif (Salary > 15000 & Salary < 20000)

{

HRA = (25 \* Salary) / 100;

returnthis.HRA = HRA;

}

else

{

HRA = (30 \* Salary) / 100;

returnthis.HRA = HRA;

}

}

publicdoublesetTA(double TA)

{

this.TA = TA;

if (Salary < 5000)

{

TA = (5 \* Salary) / 100;

returnthis.TA = TA;

}

elseif (Salary < 10000)

{

TA = (10 \* Salary) / 100;

returnthis.TA = TA;

}

elseif (Salary < 15000)

{

TA = (15 \* Salary) / 100;

returnthis.TA = TA;

}

elseif (Salary < 20000)

{

TA = (20 \* Salary) / 100;

returnthis.TA = TA;

}

else

{

TA = (25 \* Salary) / 100;

returnthis.TA = TA;

}

}

publicdoublesetDA(double DA)

{

this.DA = DA;

if (Salary < 5000)

{

DA = (15 \* Salary) / 100;

returnthis.DA = DA;

}

elseif (Salary < 10000)

{

DA = (20 \* Salary) / 100;

returnthis.DA = DA;

}

elseif (Salary < 15000)

{

DA = (25 \* Salary) / 100;

returnthis.DA = DA;

}

elseif (Salary < 20000)

{

DA = (30 \* Salary) / 100;

returnthis.DA = DA;

}

else

{

DA = (35 \* Salary) / 100;

returnthis.DA = DA;

}

}

publicdoublegetGrossSalary(double Salary, double HRA, double TA, double DA)

{

this.GrossSalary = Salary + HRA + TA + DA;

returnthis.GrossSalary;

}

publicvirtualvoidCalculateSalary(doubleGrossSalary)

{

this.PF = (10 \* GrossSalary) / 100;

this.TDS = (18 \* GrossSalary) / 100;

this.NetSalary = GrossSalary - (this.PF + this.TDS);

}

publicvoidshowSalary()

{

Console.WriteLine("Your PF is: {0}", this.PF);

Console.WriteLine("Your TDS is: {0}", this.TDS);

Console.WriteLine("Your NetSalary is: {0}", this.NetSalary);

}

}

//Manager

publicclassManager : Employee

{

doublePetrol\_Allowance;

doubleFood\_Allowance;

doubleOther\_Allowance;

publicdoublesetPetrol(double \_Salary)

{

this.Petrol\_Allowance = (8 \* \_Salary) / 100;

returnthis.Petrol\_Allowance;

}

publicdoublesetFood(double \_Salary)

{

this.Food\_Allowance = (13 \* \_Salary) / 100;

returnthis.Food\_Allowance;

}

publicdoublesetOther(double \_Salary)

{

this.Other\_Allowance = (3 \* \_Salary) / 100;

returnthis.Other\_Allowance;

}

publicvirtualdoublesetAllowance(doublePetrol\_Allowance, doubleFood\_Allowance, doubleOther\_Allowance)

{

this.\_GrossSalary = Petrol\_Allowance + Food\_Allowance + Other\_Allowance;

returnthis.\_GrossSalary;

}

publicoverridevoidCalculateSalary(doubleGrossSalary)

{

this.\_PF = (10 \* GrossSalary) / 100;

this.\_TDS = (18 \* \_GrossSalary) / 100;

this.\_NetSalary = \_GrossSalary - (this.\_PF + this.\_TDS);

}

publicvoidshowSalary()

{

Console.WriteLine("Your PF is: {0}", this.\_PF);

Console.WriteLine("Your TDS is: {0}", this.\_TDS);

Console.WriteLine("Your NetSalary is: {0}", this.\_NetSalary);

}

}

//MarketingExecutive

publicclassMarketingExecutive : Manager

{

privatedoubleKilometer\_travel;

privatedoubleTour\_Allowance = 5;

privatedoubleTelephone\_Allowance = 1000;

publicdoublesetTravel(doubleKilometer\_travel)

{

returnthis.Kilometer\_travel = Kilometer\_travel;

}

publicvoidgetTravel()

{

Console.WriteLine("You traveledfor : " + Kilometer\_travel + " kms");

}

publicdoublegetTour(doubleTour\_Allowance)

{

this.Tour\_Allowance = 5 \* this.Kilometer\_travel;

returnthis.Tour\_Allowance;

}

publicdoublesetTour(doubleTour\_Allowance)

{

this.Tour\_Allowance = 5 \* this.Kilometer\_travel;

returnthis.Tour\_Allowance;

}

publicvoidgetTour()

{

Console.WriteLine("Tour Allowance per km is: Rs.{0}", this.Tour\_Allowance);

}

publicdoublesetTelephone()

{

returnthis.Telephone\_Allowance = 1000;

}

publicoverridedoublesetAllowance(doubleKilometer\_travel, doubleTour\_Allowance, doubleTelephone\_Allowance)

{

this.\_GrossSalary = Tour\_Allowance + Telephone\_Allowance;

returnthis.\_GrossSalary;

}

publicoverridevoidCalculateSalary(doubleGrossSalary)

{

this.\_PF = (10 \* GrossSalary) / 100;

this.\_TDS = (18 \* GrossSalary) / 100;

this.\_NetSalary = GrossSalary - (this.\_PF + this.\_TDS);

}

publicvoidshowSalary()

{

Console.WriteLine("Your PF is: {0}", this.\_PF);

Console.WriteLine("Your TDS is: {0}", this.\_TDS);

Console.WriteLine("Your NetSalary is: {0}", this.\_NetSalary);

}

}

}

Program.cs

using System;

usingSystem.Collections.Generic;

usingSystem.Linq;

usingSystem.Text;

usingSystem.Threading.Tasks;

usingLitwareLib;

namespace Assignment2

{

publicclassProgram

{

staticvoid Main(string[] args)

{

Employee obj = newEmployee();

Console.WriteLine("----------Accepting Employee Details----------");

Console.WriteLine("Enter Employee Number:");

int no = int.Parse(Console.ReadLine());

Console.WriteLine("Enter Employee Name:");

string name = Console.ReadLine();

Console.WriteLine("Enter Employee Salary:");

double salary = double.Parse(Console.ReadLine());

obj.setEmpDetails(no, name, salary);

Console.WriteLine("\n----------Displaying Employee Details----------");

obj.getEmpDetails();

doubleresultHRA = obj.setHRA(salary);

Console.WriteLine("Your HRA is: {0}", resultHRA);

doubleresultTA = obj.setTA(salary);

Console.WriteLine("Your TA is: {0}", resultTA);

doubleresultDA = obj.setDA(salary);

Console.WriteLine("Your DA is: {0}", resultDA);

doublegrossSalary = obj.getGrossSalary(salary, resultHRA, resultDA, resultTA);

Console.WriteLine("Your Gross Salary is: {0}", grossSalary);

obj.CalculateSalary(grossSalary);

obj.showSalary();

Console.WriteLine("\n----------Displaying Manager Details----------");

Manager obj1 = newManager();

double petrol = obj1.setPetrol(salary);

Console.WriteLine("Petrol Allowance: {0}", petrol);

double food = obj1.setFood(salary);

Console.WriteLine("Food Allowance: {0}", food);

double other = obj1.setOther(salary);

Console.WriteLine("Other Allowance: {0}", other);

double gross1 = obj1.getGrossSalary(salary, resultHRA, resultDA, resultTA);

double gross2 = obj1.setAllowance(petrol, food, other);

doubleresult\_gross = gross1 + gross2;

Console.WriteLine("Gross Salary of Manager on adding the Allowances is: {0}", result\_gross);

obj.CalculateSalary(result\_gross);

obj.showSalary();

Console.WriteLine("\n---------Displaying Marketing Executive----------");

MarketingExecutive obj2 = newMarketingExecutive();

Console.WriteLine("Enter Kilometer Travel: ");

double travel = double.Parse(Console.ReadLine());

obj2.setTravel(travel);

obj2.getTravel();

double tour = obj2.setTour(travel);

obj2.getTour();

double tele = obj2.setTelephone();

Console.WriteLine("Telephone Allowances are: Rs.{0}", tele);

double gross3 = obj2.setAllowance(travel, tour, tele);

doubleresult\_gross\_final = result\_gross + gross3;

Console.WriteLine("Gross Salary of Marketing Executive on adding the Allowances is: {0}", result\_gross\_final);

obj2.CalculateSalary(result\_gross\_final);

obj2.showSalary();

Console.ReadLine();

}

}

}

2. of Employee on console.

1)Write a class called MyStackwith following members.

* 1. integerarray
  2. integer variable to store topposition
  3. size of thearray.

//<summary>

//Stacks are abstract data types

//LIFO - Last In First Out

//Push Pop and Peek operations

//Push refers to inserting an item at the top of the Stack

//Pop refers to removing an item from the top of the Satck

//Peek refers to the top element of the Stack

//Stack can be imlemented in multiple ways

//Typically they are implemented using arrays or linked lists

//arrays are more efficient because they stored items in a sequential memory

//</summary>

using System;

namespace Assignment3

{

class MyStack

{

private int[] StackArray;

private int top; //index of top of the stack

private int max;

public MyStack(int size)

{

StackArray = new int[size];

top = -1; //empty stack

max = size; // size = 3 max = 3

}

public void push(int item)

{

if (top == max - 1) // max - 1 = index of the top

{

throw new StackException("Stack OverFlow !! You are trying to add items to the Stack that is full.");

}

else

{

StackArray[++top] = item; //increment index

}

}

public int pop()

{

if (top == -1)

{

throw new StackException("Error: No element to pop");

}

else

{

Console.WriteLine("Poped element is: " + StackArray[top]);

return StackArray[top--]; // decrement the index

}

}

public void displayStack()

{

if (top == -1)

{

throw new StackException("Stack is Empty");

}

else

{

Console.WriteLine("Items inserted are: ");

for (int i = 0; i <= top; i++)

{

Console.WriteLine("Item[" + (i + 1) + "]: " + StackArray[i]);

}

}

}

}

class Program

{

static void Main()

{

MyStack S = new MyStack(3);

try

{

S.push(133);

S.push(213);

S.push(768);

S.push(140);

S.push(15);

S.push(10);

}

catch (StackException se)

{

Console.WriteLine(se);

}

try

{

//S.pop();

//S.pop();

}

catch (StackException se)

{

Console.WriteLine(se);

}

try

{

S.displayStack();

}

catch (StackException se)

{

Console.WriteLine(se);

}

Console.ReadLine();

}

}

public class StackException: Exception

{

public StackException(string s) : base(s)

{

}

}

}
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3.Create a custom exception class named StackException. The Push()and Pop() method should throw object of StackExceptionwhen the stack is full or empty respectively.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace ConsoleApplication1

{

class Stack : ICloneable

{

private int[] ele;

private int top;

private int max;

public Stack(int size)

{

ele = new int[size];

top = -1;

max = size;

}

public void push(int item)

{

try

{

ele[++top] = item;

}

catch (Exception Stackexception)

{

throw new StackOverflowException(GetType().Name);

}

}

public int pop()

{

try

{

Console.WriteLine("Poped element is: " + ele[top]);

return ele[top--];

}

catch (Exception Stackexception)

{

throw new InsufficientExecutionStackException("stack underflow exception");

}

}

public void printStack()

{

if (top == -1)

{

Console.WriteLine("Stack is Empty");

return;

}

else

{

for (int i = 0; i <= top; i++)

{

Console.WriteLine("Item[" + (i + 1) + "]: " + ele[i]);

}

}

}

public object Clone()

{

return this;

}

}

class Program

{

public static void Main()

{

try

{

Console.WriteLine("enter length of the Stack");

int length = Convert.ToInt32(Console.ReadLine());

Stack S = new Stack(length);

again:

Console.WriteLine("do you want to push or pop");

string choice = Console.ReadLine();

{

if (choice.ToUpper() == "POP")

{

S.pop();

goto again;

}

else if (choice.ToUpper() == "PUSH")

{

int num = Convert.ToInt32(Console.ReadLine());

S.push(num);

goto again;

}

else

{

S.printStack();

}

}

S.printStack();

S.Clone();

}

catch (Exception ex)

{

Console.WriteLine(ex.GetType().Name);

}

}

}

}

![C:\Users\Shital\Pictures\Screenshots\Screenshot (440).png](data:image/png;base64,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)